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Abstract

Convolutional neural network (CNN) is a state-of-the-art technique in machine learning
and has achieved high accuracy in many computer vision applications. The number of the
parameters of the CNN models is fast increasing for improving accuracy; therefore, it requires
more computation time and memory space for both training and inference. As a result, reducing
the model size and improving the inference speed have become critical issues for CNN. This
paper focuses on filter pruning and special optimization for NVIDIA sparse tensor core. Filter
pruning is a model compression technique that evaluates the importance of filters in the CNN
model and removes the less critical filters. NVIDIA sparse tensor core is special hardware
for CNN computation from NVIDIA Ampere GPU architecture, which can speed up a matrix
multiplication if the matrix has a structure that manifests as a 2:4 pattern.

This paper proposed hybrid pruning to prune the CNN models. The hybrid pruning combines
filter pruning and 2:4 pruning. We apply filter pruning to remove the redundant filters to reduce
the model size. Next, we use 2:4 pruning to prune the model according to a 2:4 pattern to utilize
the sparse tensor core hardware for speedup. In this hybrid pruning scenario, we also proposed
two hybrid metrics to decide the filter’s importance during filter pruning. The hybrid ranking
metrics preserve the essential filters for both pruning steps and achieve higher accuracy than
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traditional filter prunings by considering both metrics. We test our hybrid pruning algorithm on
MNIST, SVHN, CIFAR-10 datasets using AlexNet. Our experiments concluded that our hybrid
metrics achieve better accuracy than the classic L1-norm metric and the output L1-norm metric.
When we prune away 40 percent of filters in the model, our methods have 2.8% to 3.3%, 2.9%
to 3.5%, 2.5% to 2.7% higher accuracy than the classic L1-norm metric and the output L1-norm
metric on these three datasets. We also evaluate the inference speed of the model from our
hybrid pruning. We compare the hybrid pruning model with the models that result from either
filter pruning or 2:4 pruning. We find that a hybrid pruning model runs up to 1.3x faster than
the traditional filter pruning model with similar accuracy.

Keywords: Model Compression, Filter Pruning, CNN, Machine Learning, Sparse Tensor Core

1 Introduction

Convolutional neural network (CNN) is a critical technique in deep learning research. CNN is an
effective solution to many computer vision problems, including image classification [13], [26], [9], [8],
image segmentation [25], [15], and object detection [24], [3].

CNN models require a large number of parameters to achieve high accuracy. This large amount
of parameters requires extensive time to train and inference and a large amount of memory to store.
For example, EfficientNet-L2 [23], a state-of-the-art CNN model with 90.2% top-1 accuracy and
98.8% top-5 accuracy for the ImageNet dataset, contains 480M parameters.

Model compression is a common and effective technique for reducing the number of parameters in
deep learning computation. For example, parameter quantization [4], knowledge distillation [1, 11],
and network pruning [14], [7], [6] are the common approaches for model compression. These tech-
niques reduce the size of the network with acceptable overall accuracy loss. Some of these techniques
significantly improve inference and training speed since they can leverage hardware support or reduce
computation time by considerably reducing the number of parameters.

NVIDIA Ampere architecture provides sparse tensor core [21] as hardware support to speed up
matrix multiplication. To be able to benefit from sparse tensor cores, one of the input matrices
must be in a specific 2:4 structure, which will be described later in the paper. We use 2:4 pruning
to refer to the pruning methods that the pruning result is in a 2:4 structure. The machine learning
model can achieve 1.3x - 1.5x end-to-end model inference speedup by using sparse tensor core after
pruning the model according to the 2:4 structure, without loss of accuracy.

Filter pruning is a standard network pruning technique. It evaluates the filter importance in a
CNN model and removes the redundant ones. Therefore, choosing the right evaluation metric is
essential to remove the redundant weights. There are many metrics for evaluating the importance of
filters from the literature. For example, Han et al. [14] selected the weights based on their magnitude
and removed unimportant ones. Chen et al. [2] proposed a metric based on weight value and the
entropy of the feature maps. Hu et al. [12] determined the importance of neurons by the Average
Percentage of Zeros in feature maps, then removed those that have a higher percentage of zeros and
seem to be redundant.

In this paper, we propose a hybrid pruning that combines filter pruning and 2:4/ pruning. The
idea is to generate a smaller model that can speed up the sparse tensor core by filter pruning first;
then, we apply a 2:4 pruning to ensure that the weight matrix is a 2:4 structure to take advantage
of the performance provided by sparse tensor cores.

Our hybrid pruning also proposes a hybrid ranking algorithm to determine the importance of
ranking among filters during filter pruning. The traditional algorithms from the literature only
consider the filter pruning metric since they are not aware of the performance advantage of sparse
tensor cores. As a result, the filters preserved by traditional pruning methods may not be that
important, as far as 2:4 pruning is concerned. Our hybrid pruning considers the importance of the
filters both after the filter pruning and after the 2:4 pruning and preserves crucial filters.

We use the AlexNet model as our primary model and test our approach on different datasets
to validate our hybrid algorithm. Compared to traditional filter pruning methods, our algorithms
select filters better, in the sense that they get higher accuracy while removing the same ratio of
filters as the traditional filter pruning methods do. On the MNIST dataset, our approach achieves
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5% more accuracy than the L1 metric does when both methods prune away 70% of the filters. Our
approaches have about 3% higher accuracy on the SVHN dataset than the baseline when we prune
away more than 40% of the filters. On the CIFAR-10 dataset, our approaches have about 2% higher
accuracy when we prune away 40% of the filters.

We also test the pruned model on a GeForce RTX 3090 GPU and observe the inference time
speedup. The inference speed of the pruned model is 1.86x faster than that of the original model
when we use the sparse tensor core, with less than 1% of accuracy loss.

Every filter pruning method that reduces the model size will also reduce the inference speed
because it has fewer parameters to compute. Therefore we also compare the model from our hybrid
pruning method with the model from filter pruning only. The experiment results indicate that the
hybrid pruning model running on the sparse tensor core is 1.3x faster than the traditional filter
pruning model, while both have the same accuracy.

We organize the remainder of this paper as follows. Section 2 describes the related works.
Section 3 describes the background of filter pruning and 2:4 pruning. Section 4 describes our methods
in detail. Section 5 describes the setting and the results of our experiments. Section 6 summarizes
our results and concludes.

2 Related Works

This section describes the characteristic of sparse tensor cores and the previous works that address
model compression.

2.1 Sparse Tensor Core

Recently NVIDIA introduced a new Ampere GPU architecture that provides the sparse tensor core
to speed up matrix multiplication. The sparse tensor core requires that the input matrix must be
in a 2:4 format to take advantage of the sparse tensor core hardware. A matrix is in a 2:4 format if
we partition every row into groups of four elements each, then every group should have at least two
elements whose values are zeros.

Figure 1 illustrate the fast matrix multiplication of sparse matrix A and dense matrix B on
sparse tensor cores. The matrix A must be in a 2:4 format. Let the white grids denote elements
with zero values, and the green grids denote non-zero values in A. Then the system compresses
the matrix A by removing zeros and compacting non-zero values by the rows of A and generates
metadata that records the non-zero value address for A. Then, the sparse tensor core performs fast
matrix multiplication of the compressed matrix of A (with the metadata) and the dense matrix B.

NVIDIA has evaluated the effectiveness of sparse tensor cores on various networks [20], including
networks spanning vision, object detection, segmentation, natural language modeling, and transla-
tion. The evaluation indicates that one can prune a model into 2:4 structure, reduce the number of
weights by half, run it on the sparse tensor cores with 1.3-1.5x speedup in inference speed, and have
virtually no loss in model accuracy.

2.2 Unstructured Pruning

Model compression has become a crucial technique to deal with the increasing number of parameters
in deep learning models in recent years. Unstructured pruning is a model compression technique that
reduces the number of parameters by removing the unimportant weights in a model. The removed
parameters do not need to follow a structure. Han et al. [7] proposed a scheme that measures the
importance of weights as their absolute values and prunes away those unimportant ones. They found
that they can prune away 90% of the weights from VGG-16 and AlexNet models without accuracy
drop on the ImageNet dataset.

Unstructured pruning makes the matrix sparse, so it needs to encode the matrix into special
formats to reduce memory usage by skipping the zeros in the matrix. The commonly used formats
include CSC (Compressed Sparse Column) or CSR (Compressed Sparse Row). However, matrix op-
erations, e.g., matrix multiplication, on sparse matrices requires special hardware and library support
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2:4 structure weight matrix A dense matrix B

compressed weight matrix meta data result matrix

Figure 1: Sparse matrix multiplication on the sparse tensor core.

due to the sparsity of matrices. The hardware and library designed for dense matrix operations will
not provide high training and inference speed for sparse matrix after pruning.

2.3 Structured Pruning

Structured pruning avoids the issues of unstructured pruning by reducing the number of parameters
of the models in a structured manner. That is, the removed parameters must follow a structured
rule. For example, structured pruning may remove the model’s channels, filters, or stripes and keep
the model structured. As a result, it can reduce the model size and improve the inference speed
simultaneously without specialized hardware and libraries.

Filter pruning is one of the most common techniques of structured pruning. Filter pruning
determines the importance of filters in CNN models and removes unimportant filters. Li et al. [14]
proposed a method that removed the filters with the smallest sum of the absolute values of the filter
weights. Chen et al. [2] also proposed a method based on weight magnitude that improves upon Li’s
method. They selected the filters by computing the L1-norm of output filter weights instead of input
filter weights. Other works for filter pruning adopt a data-driven approach. Hu et al. [12] proposed
a method based on the feature map values. They prune the filters with a higher percentage of zero
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of its output feature map. Luo et al. [16] proposed a metric that determines the filter importance
according to the entropy of the output feature map. They remove the filters with lower entropy,
which have less information passing through the filter, and seem unimportant.

2.4 Relation to our Work

This paper proposes a new hybrid pruning method that combines the filter and 2:4 prunings to take
advantage of the NVIDIA sparse tensor cores. We prune the filters of the CNN models first, then
apply a 2:4 pruning to ensure that the model is in 2:4 format. We also propose two new hybrid metrics
to select filters since hybrid pruning combines two pruning methods. The selection algorithm must
consider the importance of two different pruning methods simultaneously. The traditional methods
of filter pruning, which are not aware of the new tensor core hardware, do not consider the weights
that might be pruned during the 2:4 pruning, leading to more loss of accuracy. With our method,
we can preserve the filters that are both important for filter pruning and 2:4 pruning. From our
experiment, we observe that our hybrid pruning achieves higher accuracy than the results reported
from Li et al. [14], and Chen et al. [2].

3 Background

This section describes the notations and the background of parameter pruning used in this paper.

3.1 Filter Pruning

Before introducing filter pruning, we describe the notations of the convolution layers. Let x;; €
RM>Xwi be the i-th channel of the input feature map in the l-th convolution layer, where ¢; is the
number of the channels, h; and w; are the height and width of the input feature map respectively.
Let x;41 be the output feature map in the [-th convolution layer. Note that x;4; is also the input
feature map of the [ + 1-th layer.

In a convolution layer, we compute the output feature map x;41,; by applying a filter F}; €
Re>stXst on the input feature map x;, as indicated in Equation 1, where ® is the convolution. Note
that s; is the kernel size of the convolution filter.

Xi+1,: = Pl 9% (1)

Filter pruning is a critical technique to remove unnecessary/unimportant filters from a convo-
lution neural network. For example, if we remove a filter Fj;, then the corresponding channel
in the output feature map, i.e., x;41,1, will also be removed. In addition, the filters of the next
layer, i.e., Fiy1;, will also be affected by the removal of this filter. Its dimension now becomes
R(Cl+1—1)><5l+1 X814l

Please refer to Figure 2 for an illustration of the effects of removing a filter. The filter pruning
removes objects in dash lines. Since Fj; is pruned, x;41,; will no longer exist. Filter pruning will
also remove the first channel of all filters F;1 ; in the next layer.

3.2 Filter Importance

There are many metrics to determine the importance of filters in filter pruning. Most traditional
methods compute the importance using the value of weights.

3.2.1 Input L1 norm method

Li et al. [14] proposed a Ll-norm based criteria, which is a classical metric to decide the filter
importance. The metric determines the importance of filter F;; by computing the sum of the
absolute values of weight within a filter.

We define the importance of a filter as the average L1 norm of its weights. We use Input LI to
denote this metric. The importance V;; of the filter Fj; is computed by Equation 2, where || - || is
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Figure 2: An illustration of filter removal.

denoted as L1-norm of a multi-dimensional matrix. The reason for taking the average is that the
size of filters may be very different among different layers.
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3.2.2 Owutput L1 norm method

Chen et al. [2] proposed an output LI1-norm metric to improve upon the classical L1-norm metric.
Instead of computing the L1 metric from the input channels, the output L1 metric computes the
L1 metric from the output channels. With the output L1-norm metric we compute the importance
(v1,;) of a filter(Fy ;) in layer [ by Equation 3. That is, we compute the average absolute values of
weights on channel 4 for all filters(k denotes the k-th filter) in the following next layer (Fiyi k).

p)
Cl4+25741

Ul,i

)

3)

3.3 2:4 Pruning

NVIDIA has developed a universal and straightforward recipe for pruning deep neural networks using
the 2:4 structured sparsity pattern to accelerate inference speed on deep learning models with the
sparse tensor core. After training a model with dense weights distribution, we apply a 2:4 pruning on
the weight matrix to make it a 2:4 structure. A 2:4 pruning sets two weights with smaller absolute
values to zero in a group of 4 weights in a row, as described earlier. Figure 3 shows an example of
2:4 pruning.

21 |-12 13|05 11| 15| 1.7 | 08 21100 | 1.3 00100 15| 1.7 00
02 -13)06 |-01}1-09]-03] 02 13 00 |-13|06 | 00]-09| 00| 00 | 1.3
>
1501 ]-04|08]02]|-13|01]-1.1 1.5 00| 00| 0800 |-1.3]| 00 |-1.1
05 1-09)| 00| 10} 15 |-07]09 | 00 00 -09)|00 | 10} 15| 00|09 | 00
Origin matrix Pruned matrix

Figure 3: In 2:4 Pruning, we will set two of the elements in each four of filter values that have
smaller absolute value to zero.
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Note that after the weights matrix is in a 2:4 pattern, we still need to fine-tune the non-zero
weights by retraining the model to reduce accuracy loss.

4 Scheme

We introduce the hybrid pruning that combines the general filter pruning and the special 2:4 pruning
for the sparse tensor core to accelerate the inference on CNN models. It is vital to use proper criteria
to preserve the essential filters in both filter pruning and 2:4 pruning. Our scheme considers the
importance of both prunings and removes the filters that are not important to a combined metric
from both prunings.

4.1 Hybrid Pruning

Hybrid pruning uses the following three steps to convert an input model to a pruned 2:4 structured
model so that it can utilize tensor core hardware to reduce inference time.

1. A filter pruning removes unimportant filters in three stages.

(a) Evaluate the importance of every filter.
(b) Remove those unimportant filters.

(¢) Fine-tune the pruned model.

The filter pruning repeats until it has removed a significant amount of filters to reduce the size
of the model for much more efficient inference.

2. Apply a standard 2:4 pruning to convert the model into a 2:4 structure. The goal is to further
reduce the inference time by taking advantage of the tensor core hardware, which mandates
that the input matrix must be in a 2:4 structure.

3. Retrain the model with a fixed number of epochs to improve the accuracy.

Note that the second step takes the result from the first step and runs it automatically on the
hardware. This process is standard and is not the focus of this paper. The third step is also a
standard process after applying pruning to a model. Instead this paper focuses on the first step,
which selects important filters for the second step. We emphasize that the pruning criteria should
consider the 2:4 pruning afterward. For ease of explanation, we will use filter pruning to refer to the
first step in the rest of the paper.

4.2 Pruning Criteria

We now describe the metrics in the filter pruning, the first step of hybrid pruning (Section 4.1). All
our metrics consider the effect of the 2:4 pattern.

4.2.1 Remanent L1-norm Metric

We propose a remanent L1-norm metric to measure the importance of the filters. Traditional input
Ll-norm considers all the weights in a filter. However, the 2:4 pruning will remove weights so that
the weight matrix is in the 2:4 pattern; we need to consider that when defining our pruning criteria.
As a result, we propose a remanent L1l-norm metric that considers only those weights that will
remain after 2:4 pruning. We partition every row of the weight matrix into groups of 4 elements,
as shown in Figure 3. Let wj, ;. be the sum of the two largest absolute values from the k-th group
of the filter F};, and n; be the number of groups in F} ;. Now by the remanent L1-norm metric we
define the remanent importance r;; of the i-th filter in the I-th layer (F;;) as in Equation 4. The
remanent L1-norm metric only considers the two most significant elements out of four elements in
each group.
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ny
T = wazk (4)
k=1

4.2.2 Dominant Ratio Metric

We proposed the dominant ratio metric as another metric for pruning. The remanent L1-norm
metric preserves the filters with the most significant remanent weights but does not consider the
magnitude of the weights it prunes. For example, the metric may remove a vital weight because it
is in the same group with two even larger weights. This removal may cause accuracy loss, and we
should address this issue.

We then define the dominant importance of a filter as the ratio between the sum of all weights
and the sum of all weights pruned, as in Equation 5, where wy ; ;, be the sum of the absolute values
from all four elements from the k-th group of the filter Fj ;.

ds = Dkt Wik
! Dok (Wi e — wg,i,k)

We propose to use this dominant ratio metric to select filters. Those filters with higher dominant
importance will remain in the model since they better align with the 2:4 structure. It is easy to see
that when the sum of the two larger weights is much more significant than the two smaller weights,
the larger the dominant importance becomes. Intuitively the higher the dominant importance is,
the more critical the filter becomes because the 2:4 pruning later will not affect the accuracy.

()

4.2.3 Preservation Importance Metric

We define the preservation ratio for a group as the fraction of its weights that the 2:4 pruning will
preserve. Formally we use a;; 1) to denote the preservation ratio of the k-th group of the filter u; ;
by the ratio between wl’zk and w;; k, as in Equation 6.

Wik
Qi = — (6)
Wi ik
We then define the preservation ratio for a filter. We define the preservation importance p;; of
filter u; ; as the harmonic mean of the preservation ratio of all its groups, as indicated by Equation 7.
The harmonic mean is the inverse of the average of the inverse of its elements.

ng —1
Zk:l Qi k

n

pri = ( )~ (7)

4.3 Combination of Two Metrics

We define a hybrid metric that considers importance from both filter pruning and 2:4 structure
pruning. We use u to denote the importance from filter pruning v for the importance from 2:4
structure pruning. There are many possible u’s and v’s. For example, we can choose output L1-
norm as u and preservation importance metric as v. Figure 4 plots every filter as a dot with « (output
Ll-norm) as the x-coordinates and v (preservation importance L1-norm) as the y-coordinate. These
are the 384 filters in the third convolutional layer of AlexNet. We need to define a metric to combine
u and v into a hybrid importance function h. A simple hybrid metric h is the summation of u and
v, i.e., h = u+v. If we use h to select filters, then it is like we use a line u + v = ¢ to sweep through
filters by decreasing c¢. The line (with slope -1) will go from the upper right corner towards the
origin and select filters it meets first.

In practice, we need to find a good h function that combines the importance of v and v to achieve
high accuracy and efficient computation performance. We will consider both linear and non-linear
h function combine u and v, and enrich the possible importance orders of our hybrid metric.
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preservation importance

20 25 30 35 40

output L1-norm

Figure 4: The distribution of output L1-norm and preservation importance metric.

We use a linear function h to combine u and v. Let h denote the new hybrid metric, which is a
linear combination of u and v, as in Equation 8, where k is a number between 0 and 1.

h=01-k)u+ kv (8)

The linear function in Equation 8 provides a trivial criterion to determine whether one filter
is more important than the other. For example, Figure 5 shows two filters separated by a linear
function h;; = %Ul,i + %vm. The slopes of lines to separate the filters by their importance are —2.
Filter no is more important than filter ny according to this metric, because ny is at the top-right
side and n; is at the bottom-left side of the metric function.

v slope = -2

A

N W = Ot

> U

12345\789

Figure 5: Two filters separated by a linear function h of slope -2.

It is difficult to determine whether a linear function (Equation 8) is sufficient to determine the
relative importance of two filters. The only variable a linear function can control is its slope. We
do not know if it is a fact that a line can separate all the important filters from unimportant ones.
Even we do know this is true; it is still hard to determine the slope of this line.

We want to explore more possible ways to transform one or even two metrics with non-linear
functions. We will denote these functions as transformation functions. That is, by applying a non-
linear transformation function on metrics, then compute the linear function Equation 8. The goal

278



International Journal of Networking and Computing

of the non-linear transformation functions is to change the relative order of the values among the
two metrics and make further optimization possible.

We propose two non-linear transformation functions — ranking and square of distance-to-minimum.
Both functions consider the metric values of their filters and require the metric values of other filters.
As a result, these two functions map a vector of metric values from all filters to a vector of metric
values.

Ranking considers only the ordinal number of the metric values (rank), not the metric values.
As a result, the co-domain of the metric function is the set of permutations from 1 to the number of
filters. We first calculate the metric values for all filters, then we sort the metric values in ascending
order. By definition, the rank of a filter is the index of the filter in the sorted order. A filter with a
larger metric value will have a larger rank.

Square of distance-to-minimum is the second non-linear transformation function we use. The
function value of the i-th metric values (s;) is the square of the difference between the i-th metric
value and the minimum metric value among all filters, as in Equation 9, where m* is the minimum
among all m;, where 7 is from 1 to the number of filters.

s; = (m; —m™)? 9)

4.4 Two Hybrid Metrics

According to our scheme, we select the two metrics, u and v, for our hybrid metrics with the following
two criteria. The first metric u should perform well in general filter pruning. The second metric v
should reflect the unchanged ratio of a filter after 2:4 pruning. For the metric u, we select output L1-
norm because output L1-norm performs better than input L1-norm in most cases. For the metric
v, we choose preservation importance metric from the three metrics in Section 4.2. Preservation
importance represents the overall ratio of preserved weight of groups and avoids the influence of the
magnitude of all groups in a filter.

We propose two hybrid metrics that combine filter pruning and 2:4 structure pruning. The
first hybrid metric uses ranking of output L1-norm as u, and ranking from preservation importance
as v. This hybrid metric considers only the ranks, not the actual values, in output L1-norm and
preservation importance. Figure 6 compare the distribution of filters in the u-v plane before and
after applying the ranking transformation.
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Figure 6: The distributions before and after performing the transformations in hybrid metric 1.

The second hybrid metric uses the square of distance-to-minimum from output L1-norm as u, and
the preservation importance metric without transformation as v. Applying the square of distance-
to-minimum transformation on output L1-norm emphasizes its contribution. Figure 7 compares the
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distribution of filters on the u-v plane before and after applying the square of distance-to-minimum
to output Ll-norm. Since the magnitude of u is larger than that of v, it dictates the importance
of most filters. Only those filters with the lowest output L1-norm metrics will consider preservation
importance.

0.74 —

preservation importance
preservation importance

0.7 = | | | | [ 0.7 = | | | | [
20 25 30 35 40 o 100 200 300 400

output L1-norm transformed output L1-norm

(a) Before (b) After

Figure 7: The distributions before and after performing the transformation in hybrid metric 2.

We observe Figure 6 and Figure 7 and conclude that by using the transformation functions, both
hybrid metrics can spread out the distribution of filters more evenly in the u-v plane than without.
As a result, it should be easier for both metrics to find a good separation line while using Equation 8
to select essential filters.

5 Evaluation

5.1 Experiment Settings

We mainly use AlexNet [13] in the experiments. AlexNet is a traditional CNN model with only five
convolutional layers and is shallower than most other CNN models. As a result, if we do not keep
the essential filters, the accuracy will drop significantly since the model is small and shallow. We
also run accuracy testing experiments on VGG16 model [26] and the SimpleNet model [8]. Both
models have more convolutional layers than the AlexNet so that we can compare our approach with
other prunings on complex models.

Our experiments use four datasets — MNIST, Street View House Numbers (SVHN), CIFAR-10,
and CIFAR-100. The MNIST dataset consists of 70,000 grey-scale images of 28x28 resolutions for
0-9 digits. These images consist of 60,000 training images and 10,000 testing images. The other
three datasets all have 32x32 color images, which are different from those in the MNIST dataset.
The SVHN dataset contains 73257 training images and 26032 testing images. The CIFAR-10 dataset
consists of 50000 training images and 10000 testing images in 10 classes. The CIFAR-100 dataset
has 50000 training images and 10000 testing images, and they are in 100 classes.

We use the PyTorch [22] framework for fine-tuning the model and the NVIDIA cutlass library[19]
for testing the sparse tensor core performance. We conduct all the experiments on a server with one
GeForce RTX 3090 GPU.

There are two sets of experiments. First, we compare our metrics with the input L1-norm and
output L1-norm methods during hybrid pruning in accuracy tests. Then, we compare the speedup
of hybrid pruning with that of only applying filter pruning or only 2:4 pruning.
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5.2 Performance of Pruning Methods

We first describe the accuracy results from two sets of filter prunings. All filter prunings are global,
i.e., they evaluate and compare the importance of all filters in all convolution layers and prune those
that are not important.

e The first metric set does not consider the 2:4 pattern in the first step of hybrid pruning
(Section 4.1), and include input L1-norm and output L1l-norm.

e The second metric set does consider the 2:4 pattern in the first step of hybrid pruning (Sec-
tion 4.1), and includes the remanent L1-norm metric, the dominant ratio metric, preservation
importance metric, and the two hybrid metrics from Section 4.4.

Note that for the following experiments, we use 0.5 as the k value in Equation 8 for hybrid
metrics if the value is not mentioned to compare with the results of using other metrics.
5.2.1 AlexNet

Figure 8, Figure 9 and Figure 10 depicts the accuracy of AlexNet model on the MNIST, SVHN, and
CIFAR-10 datasets, under different percentages of remaining filters.

1.0
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Remanent L1-norm
0.4 - Dominant Ratio
—— Preservation Importance
0.3 - —— Hybrid Metric 1
— Hybrid Metric 2

0.3 0.4 0.5 0.6 0.7 0.8 0.9

remaining filter ratio
Figure 8: The accuracy of the AlextNet Models on MNIST dataset after applying hybrid pruning.

We observe that the two hybrid metrics outperform all other metrics, The hybrid metrics out-
perform traditional filter pruning methods, e.g., input L1-norm and output L1-norm, because they
do not consider the filter weights removed by 2:4 pruning.

Not all metrics considering 2:4 pruning result in high accuracy of pruned models. For example,
remanent L1-norm metric only considers the input L1-norm of the weights that will remain after 2:4
pruning. The experiments conclude that remanent L1-norm metric only has a similar performance
as the input-L1 norm metric. The dominant ratio metric is another example.

The dominant ratio metric is the worst among all metrics in the experiment. The reason is that
groups having a high dominant ratio may not necessarily have significant weights. They only need
to be much larger than the other two in a group of four elements. This lack of global comparison
could be why the dominant ratio is not a good metric.

5.2.2 VGG-16

In Figure 11, we observe similar results as in Figure 8, Figure 9 and Figure 10, the hybrid metrics
perform better than the other metrics and the dominant ratio metric performs the worst. The
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Figure 9: The accuracy of the AlexNet models on SVHN dataset after applying hybrid pruning.
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Figure 10: The accuracy of the AlextNet models on CIFAR-10 dataset after applying hybrid pruning.

remanent L1-norm metric performs similarly to the input L1-norm metric.

However, in Figure 12, we observed that the hybrid metrics do not perform the best. Hybrid
metric 1 is even worse than the input Ll-norm metric and remanent Ll-norm metric. Hybrid
metric 2 performs better than hybrid metric 1 but still worse than remanent L1-norm metric. From
Figure 12, we also observe that the accuracy of the output Ll-norm metric drops significantly
after the percentage of the number of remaining filters drops below 50%, and it drops much faster
than input Ll-norm metric does. The accuracy drop of the output Ll-norm metric affects the
hybrid metrics because both of the hybrid metrics use the transformation of output L1-norm metric.
Therefore, the hybrid metrics do not perform the best among all metrics for the CIFAR-10 dataset.

5.2.3 SimpleNet

Figure 13 and Figure 14 present the result of the SimpleNet model, which has deeper layers but
fewer parameters than the AlexNet model. We observe that the hybrid metrics still outperform the
other metrics. Remanent L1-norm metric presents a little bit worse than input L1-norm metric in
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Figure 11: The accuracy of the VGG16 models on CIFAR-100 dataset after applying hybrid pruning.
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Figure 12: The accuracy of the VGG16 models on CIFAR-10 dataset after applying hybrid pruning.

the SimpleNet model. The accuracy drops sharply by using dominant ratio metric which means that
this metric can not evaluate filter importance correctly in hybrid pruning.

Figure 11 and Figure 12 present the accuracy of the VGG16 model, which has a large num-
ber of parameters and convolutional layers, after hybrid pruning on CIFAR-100 and CIFAR-10,
respectively.

From these experiments, we conclude that hybrid metrics outperform other metrics in most cases.
The other two metrics that consider both filter pruning and 2:4 pruning perform only satisfactorily.
Remanent L1-norm metric performs similarly to the input L1-norm metric does. The dominant ratio
metric performs poorly in these experiments.

5.3 The Reversed Order

One might wonder if switching the order of the first and the third steps of the hybrid pruning
(Section 4.1) will improve performance. The intuition is that if we first apply the standard 2:4
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Figure 13: The accuracy of the SimpleNet models on SVHN dataset after applying hybrid pruning.
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Figure 14: The accuracy of the SimpleNet models on CIFAR-10 dataset after applying hybrid
pruning.

pruning to ensure that every group of four elements has at least two zeros, then we can use whatever
filter pruning without worrying about the 2:4 structure. We will prune an entire filter, and the 2:4
structure will not change. We will refer to this change of order as reversed hybrid pruning.

Figure 15 and Figure 16 compare the accuracy of the original and the reversed hybrid pruning.
We tried the reversed hybrid pruning on input Ll-norm and output Ll-norm after a standard 2:4
pruning. We observe that the reversed hybrid pruning performs similarly to the original hybrid
pruning. In some cases, the reversed hybrid pruning achieves higher accuracy than the original one,
but only by a small margin.

We believe that this lack of performance gain from reversed hybrid pruning is similar to that of
remanent L1-norm metric. Both of them preserve the filters that have a more significant absolute
sum of remaining weights. Therefore, reversing the order of hybrid pruning will receive similar
results as that of remanent L1-norm metric, which is similar to input L1-norm and output L1-norm
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Figure 15: The accuracy of the AlexNet models on MNIST dataset after applying hybrid pruning.
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Figure 16: The accuracy of the AlexNet models on CIFAR-10 dataset after applying hybrid pruning.

metrics.

5.4 Linear Transformation of Hybrid Metrics

We study the effect of k on the accuracy in Equation 8 for hybrid pruning. Recall that the constant
k controls the linear combination of u and v in Equation 8. For example, let u and v be output
Ll-norm and preservation importance metric. Then when k& = 0, the hybrid metric becomes output
Ll-norm, and when k = 1, the hybrid metric becomes preservation importance.

Figure 17 shows the accuracy of the AlexNet model on SVHN and CIFAR-10 datasets when 40%
of filters remain. We note that the best k values for different models are different. The best k is 0.8
with 88.2% accuracy in SVHN, and the best k is 0.9 with 62.6% accuracy in CIFAR-10.

We observe that the best k for different percentages of filters remain can be different. For
example, Figure 18 shows the accuracy of VGG16 model on CIFAR-10 dataset when 40% and 50%
filters remain. The accuracy drops when k is between 0.5 and 0.7. We conclude that the hybrid
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metrics prune critical filters when k is between 0.5 and 0.7. As a result, we have two local maximums
of accuracy as a function of k.

We also study the effect of k with the two proposed hybrid metrics. Figure 19 shows the accuracy
of AlexNet and VGG16 models on CIFAR-10 dataset when pruning off 60% filters with the two hybrid
metrics. There are multiple local maximums in each accuracy as a function of k.

We observe from Figure 17, Figure 18 and Figure 19 and conclude that the maximum accuracy
does not appear at either endpoints when k is either 0 or 1. That means the hybrid metric can
always find a k that produces the maximum accuracy than considering either w or v, i.e., filter
pruning or 2:4 structure pruning. Therefore, combining two pruning metrics with a linear function
is an effective approach to evaluate filter importance. However, searching for an optimal k might
be difficult, considering that the accuracy function (as a function of k) may not have any structural
information to leverage.
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Figure 17: The accuracy of the the AlexNet models on CIFAR-10 and SVHN datasets with remaining
filter ratio 0.4.
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Figure 18: The accuracy of VGG16 on CIFAR-10 dataset with remaining filter ratio 0.4 and 0.5.
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Figure 19: The accuracy of AlexNet and VGG16 models on CIFAR-10 dataset with remaining filter
ratio 0.4.

5.5 Speedup of Hybrid Pruning

Hybrid pruning combines filter pruning and 2:4 pruning, reduces the size of a CNN model, and makes
it into the 2:4 pattern to run on the sparse tensor core. This experiment compares the speedup of
hybrid pruning against using only 2:4 pruning or filter pruning.

Figure 20 compares the inference time on an AlexNet by using/ not using the sparse tensor core,
with decreasing percentage of remaining filters. Note that if we do not use the sparse tensor core,
we do not need to apply 2:4 pruning. Therefore, the blue bars (not using the tensor core) present
the time that only applies filter pruning, and the orange bars (using the tensor core) present the
time that involves hybrid pruning. We observe that inference using sparse tensor core is 1.4x-1.5x
faster than not using it. This result is similar to the results from NVIDIA [20].

AlexNet
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remaining filter ratio
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= NN W
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Figure 20: Comparison of the inference time of a batch that using sparse tensor core or not among
different remaining ratio of filters by AlexNet model.

From Figure 20 we also observe that the speedup of using the tensor core decreases when the
percentage of remaining filters decreases. The reason is that the sparse tensor core only increases the
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matrix multiplication speed. The other operations, such as activation or pooling, do not benefit from
using the tensor core. While we prune more filters, the percentage of work in matrix multiplication
decreases, so the speedup decreases.

Next, we compare the accuracy of using tensor core with hybrid pruning and not using tensor core
with only filter pruning. The hybrid pruning removes more parameters than the filter alone does.
Even for the same percentage of the remaining filters, the hybrid pruning removes more weights
since it will do an additional 2:4 pruning, and it can remove up to two elements out from each group
of four.

Table 1 compares the accuracy of filter pruning only and the hybrid pruning, under the different
percentage of the remaining number of filters, for the AlexNet model on MNIST dataset. From
Table 1 we observe that the accuracy loss is insignificant. For most percentage of the remaining
filters, the accuracy loss is about 1%. This loss is insignificant since from Figure 20 we can achieve
significant speedup by hybrid pruning.

Table 1: The comparison of the accuracy of the AlexNet models on MNIST dataset with filter
pruning, 2:4 pruning and hybrid pruning.

Remaining Filter Ratio | Original Model 2:4 Pruning
1.0 0.983 0.978
- Filter Pruning | Hybrid Pruning
0.9 0.982 0.975
0.8 0.982 0.974
0.7 0.977 0.973
0.6 0.976 0.962
0.5 0.973 0.962
0.4 0.956 0.930

From Table 1 we also observe that to the same accuracy of 0.973, the filter pruning needs to
keep 50% of filters, and the hybrid pruning needs to keep 70% of filters. Even so, from Figure 20
and table 1, we find that the hybrid pruning is still 1.3x faster than the filter pruning for the same
accuracy of 0.973.

Next, from Table 1 we observe that the hybrid pruning can remove 50% of the filters with only
1.6% of accuracy drop from 0.978 by using only 2:4 pruning to 0.962. In addition, the hybrid pruning
runs 1.36x faster than using the 2:4 pruning only.

5.5.1 Dimension Permutation in 2:4 Pruning

Table 1 shows that the accuracy of a pruned model after 2:4 pruning is lower than the accuracy of
the pruned model before 2:4 pruning for at most 2.6%. However, Mishra et al. [18] have proposed a
2:4 pruning scheme to prune models into a 2:4 structure and claimed no loss of accuracy. As a result,
we will conduct experiments to clarify the differences between these two 2:4 pruning approaches.

Mishra’s workflow is different from how our hybrid pruning prunes the models into a 2:4 structure.
First, we fix the number of retraining epochs after 2:4 pruning to five, which is less than the number
of the training epochs for most CNN models. Mishra et al. retrain the model after applying the 2:4
structure by repeating the original training session of the model. Second, their 2:4 structure group
weights of channels along the dimension of channels; that is, every four weights in a group belong to
four different channels. Our 2:4 structure groups weights along the dimension of the image width,
so the weights in a group belong to the same channel. Both 2:4 structures can run on the sparse
tensor cores.

To examine the effects on the accuracy of the two pruned models from the two 2:4 structures,
we modified the second step in our hybrid pruning by grouping filter weights along the dimension
of channels as in Mishra’s workflow. Other steps in hybrid pruning remain unchanged. We then
compare the accuracy of this new 2:4 structure with the original one.
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Table 2: Comparison of the accuracy of the pruned models in 2:4 structure and permuted 2:4
structure.

Remaining Filter Ratio | 2:4 Structure | Permuted 2:4 Structure
1.0 0.978 0.979
0.9 0.975 0.978
0.8 0.974 0.978
0.7 0.973 0.974
0.6 0.962 0.971
0.5 0.962 0.958
0.4 0.930 0.940

Table 2 shows that the accuracy results of the 2:4 structure along the width and along the
channels are similar. The accuracy difference is at most 1% for the same remaining filter ratios.
Therefore, we believe that the accuracy drop after 2:4 pruning is due to fewer retraining epochs in
hybrid pruning, not the 2:4 structure.

5.6 Filters Pruned by The Two Hybrid Metrics

We study the difference between the filters selected by two hybrid metrics. We apply hybrid pruning
to the AlexNet model twice, once with the first hybrid metric and the second hybrid metric, using the
same remaining filter ratio. We prune a set of filters for each hybrid metric and keep the remaining
ones. Since the two pruned models have the same remaining filter ratio, the numbers of pruned
filters are the same.

We calculate the percentage of the filters pruned by both metrics, among the filters they pruned
individually. We also compare the remaining filters in the pruned models. We calculate remaining
filter intersection ratio with the same way of calculating pruned filter intersection ratio but with the
two sets of remaining filters.

Figure 21a shows the percentages of the filters that are pruned by both metrics, among the filters
they pruned individually. The percentages are from an AlexNet using MNIST as input and different
remaining filter ratios. When the two metrics prune away 10% filters, about half of the pruned
filters are the same. Also, from Figure 21b, we observe that accuracy from both pruned models is
similar. Therefore, when we prune away only a few filters, the metrics may prune away a different
set of filters without significant accuracy loss.

When we prune more filters, i.e., from 10% to 70%, the percentage of the filters pruned by both
metrics increases from 52% to 87%. This convergence on pruned filters by both metrics indicates
they must agree on what to keep since they can now only keep 30% of the filters. This consensus is
crucial since the accuracy will drop if they prune away essential filters. From Figure 21b, we observe
that accuracy from both pruned models is still higher than 90%, which suggests that not only do
the two metrics have a consensus on what to keep, and this set of kept filters is indeed important. A
metric must carefully select filters to prune when it needs to prune away a high percentage of filters
since the remaining few filters are more crucial to the accuracy of the pruned model.

We observe from Figure 21a and 21b that despite that, two hybrid metrics agree upon more than
80% of the 60% filters they will prune, the accuracy drops sharply. We believe that the accuracy
drop is because although the two metrics have consensus on 80% of the filter they want to prune,
hybrid metric 1 failed to avoid pruning a few critical filters, and hybrid metric 2 did. As a result,
hybrid metric 2 can still obtain high accuracy. On the other hand, when the remaining filters are
only 30%, both metrics cannot keep enough critical filters, and both metrics’ accuracy drops.

5.7 Retraining in Filter Pruning

The pruning mechanism (Section 4.1) benefits from both the correct selection of filters to prune and
the retrain after the removal of the filters. We now demonstrate that the pruning benefits from the
correction selection, even without the retrain.
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Figure 21: Comparison of the filters from the pruned models by hybrid metric 1 and hybrid metric
2 with the AlexNet model on MNIST.

Figure 22 compares the loss function of a simple output-L1 metric and our hybrid metrics after
filter pruning under different pruning ratios and with or without retraining. First, we observe that
retraining after pruning filters does reduce the loss of a pruned model (from light lines to dark lines),
no matter what metric we used. This loss reduction becomes apparent when we prune away more
than half of the filters in Figure 22. With a sufficient number of epochs of retraining and an adequate
amount of remaining filters, the pruned model may recover its loss to that of the original model.

From Figure 22 we observe that the loss from hybrid metric 2 without retraining is already lower
than the loss of the simple output L1-norm metric with retraining (the light blue line and the dark
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red line). The loss from hybrid metric 1 without retraining is also lower than the loss of the simple
output L1-norm metric without retraining (the light green line and the light red line). Therefore,
it is clear that selecting the suitable filters to prune is the reason for the lower loss of the hybrid
metrics.
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Figure 22: The loss of pruned models with/without retraining after filter pruning with output L1-
norm and our hybrid metrics.

One may argue that our hybrid metrics’ high accuracy of the pruned models results from retrain-
ing, not the hybrid metric that correctly selects filters to prune. Figure 23 shows the accuracy of
the pruned models in Figure 22. We observe that the accuracy from hybrid metric 2 only benefits
slightly from retraining, and both hybrid metric 1 and the output L1-norm benefit greatly from re-
training when we remove half of the filters. We conclude that the high accuracy of hybrid metric 2,
the highest among all three metrics, benefits most from the correct selection of filters to prune. For
example, the accuracy of hybrid metric 2 without retraining (the light blue line) is already higher
than the accuracy from output L1-norm without the retrain (the light red line). This phenomenon
is particularly noticeable when we remove up to 60% of filters and note that the accuracy of hybrid
metric 2 only improves slightly. We conclude that retraining improves accuracy, but our hybrid
metrics benefit more from the correct selection of filters to prune.

6 Conclusion

This paper proposes a hybrid pruning scheme that combines filter pruning and the 2:4 pruning to
utilize the sparse tensor core. Traditional pruning does not consider the effect of 2:4 pruning essential
to the tensor core hardware. They cannot deal with the case when the standard 2:4 pruning removes
the critical weights. Our hybrid pruning uses hybrid metric that considers both the L1-norm and the
effects of 2:4 pruning. As a result, hybrid pruning preserves the filters essential to filter pruning and
(or) the 2:4 pruning. Experiment results indicate that our hybrid pruning improves the inference
time by 30% with similar accuracy loss than using only the filter pruning or the 2:4 pruning. We
also note that not all methods that consider both pruning steps will improve the accuracy. The
experiments show that the remanent L1-norm metric performs similarly to the traditional metric,
and the dominant ratio metric performs poorly.

There are some possible future works for our hybrid pruning. For example, we can try to prune the
network with a different granularity of structure instead of filters. There have been other granularity
proposed in the literature, such as channel pruning [10], stripe pruning [17], and tiles pruning [5].
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Figure 23: The accuracy of pruned models with/without retraining after filter pruning with output
Ll-norm and our hybrid metrics.

These pruning methods may have advantages over filter pruning, and some of them might be more
suitable for specific structures of CNN and would be more beneficial for hybrid pruning. It may
be easier for a pruning method by a specific granularity to make the model a 2:4 structure. We
may reduce accuracy loss by pruning in this new granularity and get more speedup from the hybrid
pruning and the sparse tensor core.

Our hybrid pruning can improve the inference speed of CNN models without a significant ac-
curacy loss, and the hybrid metrics can help achieve better accuracy with the same amount of
computation.
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